## Algorithm to delete middle node of Singly Linked List

**Algorithm to delete middle node of Singly Linked List**

**%%Input** : ***head*** node of the linked list

***n*** node to be deleted

**Begin:**

**If** (*head* == **NULL**) then

write ('List is already empty')

**End if**

**Else** then

*toDelete* ← *head*

*prevNode* ← *head*

**For** *i*←2 to *n* do

*prevNode* ← *toDelete*

*toDelete* ← *toDelete.next*

**If** (*toDelete* == **NULL**) then

**break**

**End if**

**End for**

**If** (*toDelete* != **NULL**) then

**If** (*toDelete* == *head*) then

*head* ← *head.next*

**End if**

*prevNode.next* ← *toDelete.next*

*toDelete.next* ← **NULL**

**unalloc** (*toDelete*)

**End if**

**End else**

**End**

**Steps to delete middle node of Singly Linked List**
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3. Free the memory occupied by the nth node i.e. toDelete node.![Deletion of middle node of singly linked list3](data:image/png;base64,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)

**Program to delete middle node of Singly Linked List**

/\*\*

\* C program to delete middle node of Singly Linked List

\*/

#include <stdio.h>

#include <stdlib.h>

/\* Structure of a node \*/

struct node {

int data; // Data

struct node \*next; // Address

} \*head;

/\* Functions used in program \*/

void createList(int n);

void deleteMiddleNode(int position);

void displayList();

int main()

{

int n, position;

/\*

\* Create a singly linked list of n nodes

\*/

printf("Enter the total number of nodes: ");

scanf("%d", &n);

createList(n);

printf("\nData in the list \n");

displayList();

printf("\nEnter the node position you want to delete: ");

scanf("%d", &position);

/\* Delete middle node from list \*/

deleteMiddleNode(position);

printf("\nData in the list \n");

displayList();

return 0;

}

/\*

\* Create a list of n nodes

\*/

void createList(int n)

{

struct node \*newNode, \*temp;

int data, i;

head = (struct node \*)malloc(sizeof(struct node));

/\*

\* If unable to allocate memory for head node

\*/

if(head == NULL)

{

printf("Unable to allocate memory.");

}

else

{

/\*

\* Read data of node from the user

\*/

printf("Enter the data of node 1: ");

scanf("%d", &data);

head->data = data; // Link the data field with data

head->next = NULL; // Link the address field to NULL

temp = head;

/\*

\* Create n nodes and adds to linked list

\*/

for(i=2; i<=n; i++)

{

newNode = (struct node \*)malloc(sizeof(struct node));

/\* If memory is not allocated for newNode \*/

if(newNode == NULL)

{

printf("Unable to allocate memory.");

break;

}

else

{

printf("Enter the data of node %d: ", i);

scanf("%d", &data);

newNode->data = data; // Link the data field of newNode with data

newNode->next = NULL; // Link the address field of newNode with NULL

temp->next = newNode; // Link previous node i.e. temp to the newNode

temp = temp->next;

}

}

printf("SINGLY LINKED LIST CREATED SUCCESSFULLY\n");

}

}

/\*

\* Delete middle node of the linked list

\*/

void deleteMiddleNode(int position)

{

int i;

struct node \*toDelete, \*prevNode;

if(head == NULL)

{

printf("List is already empty.");

}

else

{

toDelete = head;

prevNode = head;

for(i=2; i<=position; i++)

{

prevNode = toDelete;

toDelete = toDelete->next;

if(toDelete == NULL)

break;

}

if(toDelete != NULL)

{

if(toDelete == head)

head = head->next;

prevNode->next = toDelete->next;

toDelete->next = NULL;

/\* Delete nth node \*/

free(toDelete);

printf("SUCCESSFULLY DELETED NODE FROM MIDDLE OF LIST\n");

}

else

{

printf("Invalid position unable to delete.");

}

}

}

/\*

\* Display entire list

\*/

void displayList()

{

struct node \*temp;

/\*

\* If the list is empty i.e. head = NULL

\*/

if(head == NULL)

{

printf("List is empty.");

}

else

{

temp = head;

while(temp != NULL)

{

printf("Data = %d\n", temp->data); // Print the data of current node

temp = temp->next; // Move to next node

}

}

}

OUTPUT:

Output

Enter the total number of nodes: 4

Enter the data of node 1: 10

Enter the data of node 2: 20

Enter the data of node 3: 30

Enter the data of node 4: 40

SINGLY LINKED LIST CREATED SUCCESSFULLY

Data in the list

Data = 10

Data = 20

Data = 30

Data = 40

Enter the node position you want to delete: 3

SUCCESSFULLY DELETED NODE FROM MIDDLE OF LIST

Data in the list

Data = 10

Data = 20

Data = 40